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**Question:** A binary tree used in representing arithmetic expressions is called an Expression tree. The internal nodes are operators and the leaves are operands. The sub-trees are subexpression. The precedence in the expression tree is bottom up that is operators closer to the operands (leaves) are evaluated first. You can assume that expression can have only +,-, \* and / operators.

You are given a template-based class for Binary Tree and BinaryNode. **Write a C++ program that takes a Binary Expression tree and prints the expression and returns the result. You can use built-in string function (std::stoi ) for converting string to integer if required. std::stoi function takes in string and returns integer.**

|  |  |  |
| --- | --- | --- |
| **template<class T>**  **class BNode{**  **T data**  **BNode<T> \*left, \*right;**  **}**  **template<class T>**  **class BinaryTree{**  **private:**  **BNode<T> \* root;**  **public:**  **… // functions**  **}** | **Input** | **Output**  **You program should print**  **( (5 + (3 \* 2)) - (18 / (3 \* 3)) )**  **and return**  **9**  **To caller** |

**void BinaryTree::EvaluateExpression()**

**{**

**EvaluateExpression (root);**

**}**

**int BinaryTree:: EvaluateExpression (BNode \* t)**

**{**

**if (t)**

**{**

**if (t->left == null && t->right == null)** //left or right child is null so it is operand ---------- 1 marks

**{**

**cout<< t-> data;** // print data ---------- 1 marks

**return std::stoi(t->data);** // convert data for arithmetic ---------- 1 marks

**}**

**else** //print and evaluate an expression

**{**

**cout<< “( “;** // manage starting bracket ---------- 1 marks

**int val1 = EvaluateExpression (t→left);** // left recursive call---------- 0.5 marks

**cout<< t-> data;**  //output operator---------- 1 marks

**int val2 = EvaluateExpression (t→right);** // right recursive call---------- 0.5 marks **cout<< ”)”;** // manage ending bracket---------- 1 marks

**if (t->data == “\*”)** // data arithmetics---------- 3 marks

**return val1\*val2;**

**else if (t->data == “/”)**

**return val1/val2;**

**else if (t->data == “+”)**

**return val1+val2;**

**else if (t->data == “-”)**

**return val1-val2;**

**else return 1;**

**}**

**}**

**}**

If you are an operator then you have expressions (brackets) as well as operands or sub-expression